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# Introducción:

El Perceptrón Simple es un tipo de red FeedForward con 1 sola capa (eso hace que sea perceptrón simple y no multicapa), cuenta con una función de activación Hardlim que se muestra en la Figura 1.1

![](data:image/png;base64,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)

Figura . Arquitectura del Perceptrón Simple

Como se puede observar en la Figura 1, esta red cuenta con bias y al igual que todas las otras redes neuronales anteriores, las dimensiones están debajo de cada elemento, donde:

* a: Salida del Perceptrón Simple
* p: Vector de entrada
* W: Matriz de pesos
* b: Bias
* S: Número de neuronas
* R: Dimensión del vector de entrada

El Perceptrón Simple puede clasificar a los vectores de entrada en 2 clases, sin embargo, primero que nada, debemos conocer su modelo matemático descrito a continuación:

a = hardlim (W·p + b)

Podemos notar que el producto interno de la matriz de pesos con el vector de entrada es mayor o igual a -b, entonces la salida del perceptrón simple sería 1 (clase +1), en caso contrario, la salida sería -1 (clase -1).

Como podemos ver la función de activación hardlim es una función por partes donde solamente clasifica entre las clases +1 y 0, mostrada anteriormente.

# Análisis Teórico:

Los valores iniciales de la matriz de pesos se asignan de manera aleatoria al igual que el valor que tiene el bias, posteriormente ya que tenemos ambos valores (recordemos que los vectores de entrada p a clasificar son introducido por el usuario) procedemos a realizar el algoritmo de aprendizaje mostrado en la sección de introducción.

Para que quede un poco más claro se muestra un ejemplo a continuación:

**it\_max**: 3 **eit = 0.1** Introducidos por el usuario

y

Ahora que tenemos todos los datos para poder comenzar el aprendizaje, procedemos a realizar la iteración número 1 propagando los datos hacia adelante (**p1 es naranja y p2 es manzana**).

**ITERACIÓN 1:**

Dato 1

Con k = 0; e = t – a = -1

W (1) = W (0) + e · p1 b (1) = b (0) + e

Dato 2

Con k = 1; e = t – a = 1

W (2) = W (1) + e · p2 b (2) = b (1) + e

Eit = = = 0

**ITERACIÓN 2:**

Dato 1

Con k = 0; e = t – a = -1

W (1) = W (0) + e · p1 b (1) = b (0) + e

Dato 2

Con k = 1; e = t – a = 0

W (2) = W (1) + e · p2 b (2) = b (1) + e

Eit = = = -

**ITERACIÓN 3:**

Dato 1

Con k = 0; e = t – a = 0

W (1) = W (0) + e · p1 b (1) = b (0) + e

Dato 2

Con k = 1; e = t – a = 0

Como ya alcanzamos la iteración máxima, vemos que los errores individuales por dato son 0 ambos, por lo tanto, los datos se clasificaron correctamente, así que, utilizamos el valor de pesos que sirvió para hacer la correcta clasificación en la siguiente fórmula:

-0.5P1 + 2P2 + 0.5P3 – 0.5 = 0

* Si P2 y P3 = 0  
    
  P1 = -1
* Si P1 y P3 = 0  
    
  P2 = 0.25
* Si P1 y P2 = 0  
    
  P3 = 1

# Software (librarías, paquetes, herramientas):

* MATLAB R2016a2
* Sublime Text 33
* Notepad ++4

# Procedimiento:

Como se puede observar en la arquitectura, primero debemos hacer el cálculo de la salida de la primera capa (FeedForward), ya que nos servirá para comenzar a hacer las iteraciones de la segunda capa. Para realizar el programa en MATLAB, se escribirá en 1 archivo de texto la matriz de pesos W y en otro archivo de texto el vector de entrada p.

Para el caso del Perceptrón Simple existen 2 métodos, el método gráfico y el método por regla de aprendizaje. Para el caso del método gráfico debemos tener algunos puntos que representarán a los vectores de entrada y un target (podemos no tenerlo), el algoritmo para el método gráfico es el siguiente:

* Graficar los vectores de entrada (los datos)
* Dibujar la “frontera de decisión”, que es una línea que separa a un conjunto de datos en 2 clases, cada frontera de decisión es capaz de separar en 2 clases, y cada neurona dibuja 1 sola frontera de decisión
* Identificar a la clase +1 (si es que tenemos un target)
* Dibujar una flecha apuntando hacia la clase identificada (clase +1), partiendo del origen y ortogonal a la frontera de decisión dibujada (a esta flecha la llamaremos matriz de pesos), la magnitud de dicha matriz no es importante

Posteriormente, debemos escoger un par de puntos, el primero es un punto **sobre** la matriz de pesos que dibujamos, el segundo, es un punto **sobre** la frontera de decisión que acabamos de trazar y ya que lo tenemos, debemos obtener el bias, para ello, ocupamos los valores propuestos de pesos (W) y de la frontera de decisión (p) con la siguiente fórmula:

b = -W·p

Ya que obtuvimos el bias, se realiza la propagación hacia delante de todos los datos con los valores obtenidos de W y b (usando cada dato como vector de entrada), y si se clasifican correctamente entonces los valores obtenidos son correctos y clasifican correctamente todos los datos.

En cuanto a la regla de aprendizaje del perceptrón simple, tenemos un nuevo concepto llamado “señal del error”, que nos ayudará a la clasificación, los siguientes elementos son los que se utilizarán para realizar el aprendizaje:

* Señal del error: e = t – a t es target y a es la salida de la red
* W (k + 1) = W (k) + e·p
* b (k + 1) = b (k) + e

Ahora, esta red al poseer un método de aprendizaje debe tener criterios de finalización, para evitar que un procesamiento infinito, los criterios son los siguientes:

* El valor de **it\_max** se alcanza (iteraciones máximas)
* Todos los datos son clasificados correctamente con los mismos valores de pesos y bias
* Eit < Error proporcionado por el usuario

Los valores pedidos al usuario son **it\_max** y **eit,** que son de ayuda para los criterios de finalización y poder obtener el aprendizaje correctamente de la red.

# Resultados:

Aquí van los resultados

# Discusión:

En la sección donde presentamos los resultados de 3 matrices de pesos y vectores de entrada totalmente distintos, pudimos observar cómo se lleva a cabo las iteraciones de la red de Hamming hasta converger a una de las clases y poder clasificar correctamente el vector de entrada p.

# Conclusiones:

Como ya se había platicado, el manejo de archivos en MATLAB no es complicado, de hecho, es bastante similar al lenguaje C, utilizando funciones con una sintaxis muy similar, además, el hacer el uso de ellos pone a prueba un poco de la lógica de programación en MATLAB, ya que no es tan parecido en ciertas cosas, por ejemplo, multiplicar las matrices es demasiado simple.
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# Código

**Perceptron.m**

%Limpiamos la pantalla y borramos todas las variables creadas anteriormente

clc;

clear;

%Recibimos el nombre del archivo como un String (por eso la 's')

archivo = input ('Introduce el nombre del archivo que contiene a W: ', 's');

%Abrimos el archivo que contiene la matriz a usar en modo lectura

archivo\_matriz = fopen (archivo, 'r');

%Recibimos el n�mero de filas y columnas que tiene la matriz para lectura

num\_filas = input ('\nIngresa el n�mero de patrones prototipo (filas) que tiene la matriz: ');

num\_col = input ('\nIngresa el n�mero de rasgos de cada patron (columas) que tiene la matriz: ');

%Creamos una matriz para el bias

bias = zeros (num\_filas,1);

bias = bias + num\_col;

**while** ~feof (archivo\_matriz)

[W, cont] = fscanf (archivo\_matriz, '%f', [num\_col num\_filas]);

**end**

W = W';

%Recibimos el nombre del archivo como un String (por eso la 's')

archivo = input ('\nIntroduce el nombre del archivo que contiene el vector de entrada: ', 's');

%Abrimos el archivo que contiene la matriz a usar en modo lectura

archivo\_matriz = fopen (archivo, 'r');

%Guardamos el vector de entrada p en una matriz

p = fscanf (archivo\_matriz, '%f');

%COMIENZA LA CAPA FEEDFORWARD (1 vez)

a = purelin((W \* p) + bias);

clc

%Calculamos un valor para epsilon aleatorio

epsilon = (rand() \* (1/(num\_filas - 1)) \* -1);

fprintf ('\n\nValor de epsilon: %d\n\n', epsilon);

%Calculamos la matriz de pesos a usar en la capa Recurrente

W = zeros (num\_filas);

W = W + epsilon;

**for** i = 1:num\_filas

**for** j = 1:num\_filas

**if** i == j

W (i, j) = 1;

**end**

**end**

**end**

%COMIENZA LA CAPA RECURRENTE (n veces)

flag = ones (num\_filas, 1);iteracion = 1;

%ESCRIBIR LA MATRIZ EN UN ARCHIVO DE TEXTO LLAMADO SalidaHamming

nuevo = fopen ('SalidaHamming.txt', 'w');

**for** i = 1:num\_filas

fprintf (nuevo, '%f\n', a(i, 1));

**end**

cont = 0;

**while** cont ~= 1

cont = 0;

p = a;

a = poslin (W \* p);

**if** iteracion == 1

aux = a;

**else**

%Agregamos un vector columna a la matriz aux

aux = [aux, a];

%Restamos los 2 vectores columna y lo guardamos en la bandera

flag = aux (:,iteracion) - aux (:, iteracion - 1);

**if** flag == zeros (num\_filas, 1)

**for** i = 1:num\_filas

clase = a (i, 1);

**if** clase ~= 0

cont = cont + 1;

**end**

**end**

**end**

**end**

%Escribimos los datos en un archivo

**for** i = 1:num\_filas

fprintf (nuevo, '%f\n', a(i, 1));

**end**

iteracion = iteracion + 1;

**end**

**for** i = 1:num\_filas

clase = a (i, 1);

**if** clase ~= 0

**break**;

**end**

**end**

fprintf ('\nLa RNA convergi� en la iteraci�n %d a la clase numero %d\n\n', iteracion - 1, i);

%GRAFICAMOS LOS VALORES DE SALIDA DE LA RED

nuevo = fopen ('SalidaHamming.txt', 'r');

Graph = figure('Name','Red Hamming','NumberTitle','off');

**while** ~feof (nuevo)

[r, cont] = fscanf (nuevo, '%f', [num\_filas 1]);

figure (Graph);

hold on;

plot (r, 'o-');

grid, ylabel('Rasgo'), xlabel('Clase');

**end**

%Cerramos los archivos

fclose (archivo\_matriz);

fclose (nuevo);

%Borramos todas las variables creadas durante la ejecuci�n del programa

clear;